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一、需求分析

1、问题描述

若要在n个城市之间建设通讯网络，只需要架设n-1条线路即可。如何以最低的经济代价建设这个通讯网，是一个网的最小生成树问题。

2、基本要求

（1）利用克鲁斯卡尔算法求网的最小生成树。

（2）实现并查集。以此表示构造生成树过程中的连通分量。

（3）以文本形式输出生成树中各条边以及他们的权值。程序功能

3、预设条件

通讯线路一旦建立，必然是双向的。因此，构造最小生成树的网一定是无向网。设图的顶点数不超过30个，并为简单起见，网中边的权值设成小于100的整数，可利用C语言提供的随机数函数产生。

图的存储结构的选取应和所作操作向适应。为了便于选择权值最小的边，此题的存储结构既不选用邻接矩阵的数组表示法，也不选用邻接表，而是以存储边(带权)的数组表示图。

二、概要设计:

将输入的带权边依照权值大小进行排序，并初始化根节点数组。然后用克鲁斯卡尔算法求出最小生成树并输出。

图带权边实现：

定义一个结构体类型表示带权边

typedef struct { //边的数据结构

int begin;

int end;

int weight;

3、主程序流程

a.将给定的数据读入到带权边数组中，并将带权边数组依照权值排序。

b.利用查找函数和克鲁斯卡尔算法求得最小生成树并输出。

scanf("%d %d",&n,&m); //输入结点数和边数

Edge a[m];

int parent[n+1];

for(i = 0;i < m;i++) //按边输入图

scanf("%d %d %d",&a[i].begin,&a[i].end,&a[i].weight);

for(i = 0;i < n+1;i++) //根节点初始化

parent[i] = 0;

sort(a,m); //按照边的权值排序

kruskal(a,parent,m); //生成并按边输出最小生成树

三、详细设计

实现伪码

带权边排序函数：

void sort(Edge \*a,int n) { //图中边的排序算法（选择排序）

int i,j;

for(i = 0;i < n;i++) {

for(j = i + 1;j < n;j++) {

if(a[i].weight > a[j].weight) {

int t1 = a[i].begin,t2 = a[i].end,t3= a[i].weight;

a[i].begin = a[j].begin;

a[i].weight = a[j].weight;

a[i].end = a[j].end;

a[j].begin = t1;

a[j].end = t2;

a[j].weight = t3;

}

}

}

}

查找函数：

//MFSet

int Find(int \*parent,int f) { //查找函数， 用于定位最小生成树的根节点

while(parent[f]) {

f = parent[f];

}

return f;

}

int max(int a,int b,int type) { //求两个数中的较大/较小值

if(a > b) {

if(type) return a;

else return b;

}

if(type) return b;

else return a;

}

克鲁斯卡尔算法：

void kruskal(Edge \*a,int parent[],int m) { //克鲁斯卡尔算法

int i,begin,end;

for(i = 0;i < m;i++) {

begin = Find(parent,a[i].begin);

end = Find(parent,a[i].end);

if(begin != end) {

parent[begin] = end; //merge函数，实现归并操作

printf("%d %d %d\n",max(a[i].begin,a[i].end,0),max(a[i].begin,a[i].end,1),a[i].weight);

}

}

}

四、调试分析

1、调试问题

a.初期实现程序时，在进行排序过程中，只进行了对应边的权值交换，而未实现对应结点的交换，导致程序错误，后经过改进排序算法实现了问题。

2、算法的时空复杂度分析和改进设想

算法的时间复杂度为O（m^2），m为对应边数。因为排序算法采用了速度较慢的选择排序，目前存在空间复杂度较高的问题，后期通过排序函数，将排序方式改为快速排序，可以减少循环的次数，降低算法的时间复杂度。

3、经验和体会

对克鲁斯卡尔算法有了更深的了解，克鲁斯卡尔算法属于贪心算法，具有局部最优解的特性。但在最小生成树问题中则实现了全局最优。

五、用户使用说明

用户只需运行所给文件夹下exe程序，按照给定的顺序输入结点、边数及带权边，即可得到输岀结果。

六、测试结果

输入样例

8 11

1 2 3

1 4 5

1 6 18

2 4 7

2 5 6

3 5 10

3 8 20

4 6 15

4 7 11

5 7 8

5 8 12

输出样例

1 2 3

1 4 5

2 5 6

5 7 8

3 5 10

5 8 12

4 6 15

1. 附录

#include<stdio.h>

typedef struct { //边的数据结构

int begin;

int end;

int weight;

}Edge;

void sort(Edge \*a,int n) { //图中边的排序算法（选择排序）

int i,j;

for(i = 0;i < n;i++) {

for(j = i + 1;j < n;j++) {

if(a[i].weight > a[j].weight) {

int t1 = a[i].begin,t2 = a[i].end,t3= a[i].weight;

a[i].begin = a[j].begin;

a[i].weight = a[j].weight;

a[i].end = a[j].end;

a[j].begin = t1;

a[j].end = t2;

a[j].weight = t3;

}

}

}

}

//MFSet

int Find(int \*parent,int f) { //查找函数， 用于定位最小生成树的根节点

while(parent[f]) {

f = parent[f];

}

return f;

}

int max(int a,int b,int type) { //求两个数中的较大/较小值

if(a > b) {

if(type) return a;

else return b;

}

if(type) return b;

else return a;

}

void kruskal(Edge \*a,int parent[],int m) { //克鲁斯卡尔算法

int i,begin,end;

for(i = 0;i < m;i++) {

begin = Find(parent,a[i].begin);

end = Find(parent,a[i].end);

if(begin != end) {

parent[begin] = end; //merge函数，实现归并操作

printf("%d %d %d\n",max(a[i].begin,a[i].end,0),max(a[i].begin,a[i].end,1),a[i].weight);

}

}

}

int main() {

int i,m,n;

scanf("%d %d",&n,&m); //输入结点数和边数

Edge a[m];

int parent[n+1];

for(i = 0;i < m;i++) //按边输入图

scanf("%d %d %d",&a[i].begin,&a[i].end,&a[i].weight);

for(i = 0;i < n+1;i++) //根节点初始化

parent[i] = 0;

sort(a,m); //按照边的权值排序

kruskal(a,parent,m);

return 0;

}